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Abstract
This chapter positions the CAFCR architecting methods relative to other methods. The other methods originate in software architecting, system architecting and system engineering, and more general systems science. Some background is given of the IEEE 1471 standard that has proven to be to be a useful fundament for the CAFCR method.
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1 Introduction

This chapter positions the “architectural reasoning” architecting method relative to other engineering and architecting methods.

Section 2 describes work that is related to the research of architecting methods. Section 3 articulates explicitly the specific contribution of this thesis. The IEEE 1471 is explained further in section 4 because its contents is highly relevant in this context.

2 Related Work

Conventional disciplines, such as mechanical engineering, electronic engineering, et cetera have a clear set of methods and tools. Students can learn the discipline by attending universities and following their curriculums.

This is not the case for systems architecting. Only a few universities teach systems architecting. There are multiple reasons for the fact that teaching systems architecting methods at universities is difficult. First of all, sufficient depth of engineering know-how is needed to be able to work in the architecting area. In other words, a conventional discipline is a prerequisite to become an architect.

Secondly, architecting is done for problems with a wider scope than conventional engineering problems. The larger the scope, the more ill-defined a problem becomes. The methods range from flexible for ill-defined problems to rigid for well-defined problems.\(^1\)

\(^1\)Of course this is an oversimplification. Sometimes agile methods are highly effective in well-defined problems. Sometimes rigid methods can perform wonders in an ill-defined problem. In general, mature methods are available for well-defined problems, while the uncertainty in ill-defined methods requires more flexibility.

![Figure 1: Classification of architecting methods](image-url)
Figure 1 shows a classification of architecting methods, with the scope of the method as differentiating factor. The software architecting methods have the smallest scope. System architecting methods widen the scope to system level. This thesis addresses the multi-disciplinary systems architecting methods. The scope can be further increased to include processes and organizational issues. The widest scope pertains to very generic methods, which claim to be domain agnostic and to create value by cross-fertilization across domains. At the bottom of the classification we find the mono-disciplinary methods, which are the fundamentals on which all methods build.

2.1 Software Architecting Methods

A whole class of methods originate in the Information Technology (IT) world and address software architecting. The software architecting methods do not address the system level problems, such as hardware/software trade-offs.

The Software Engineering Institute at Carnegie Mellon University, [18] and [19], increases the problem scope and puts a lot of emphasis on processes, and restricts itself to software architecture. Examples of methods developed here are Software Architecture Analysis Method (SAAM) [13] and Architecture Trade Off Analysis Method (ATAM) [12].

Zachman provides a framework for enterprise architectures, see [20]. This framework defines two dimensions with six aspects each, creating a space with 36 different views. Bredemeyer describes a nice visual method “The Visual Architecting Process” [4]. The Bredemeyer method provides context views and a path from context views to design views. Both Zachman and Bredemeyer are software oriented.

Well known multi-view software architecting methods are Soni [8], and the 4+1 method from Kruchten [14]. These two methods use multiple views. The scope of Soni methods, however, is completely limited to the technical solution domain. Kruchten is also focused on the technical solution domain, but he makes a small step into the problem domain by use cases in the fifth view.

ISO 9126 [11] is a standard that consolidates a quality framework. The framework addresses the same type of qualities that are discussed in chapter **. Unfortunately ISO 9126 limits itself to software only.

2.2 Multi-disciplinary System Architecting Methods

A further increase in scope can be found in the Systems Engineering Community, with INCOSE [2] (International Council on Systems Engineering) as representative organization. All stakeholders are taken into account and the full life-cycle is emphasized. Examples of this approach can be found at the INCOSE web site [5].

Some standardization work has been done in the scope of systems, stakeholders
and the full life cycle. An example is IEEE 1471, which is a framework that fits into this scope, see section[4].

This thesis about architectural reasoning, based on the “CAFCR” method, also addresses the scope of systems, their stakeholders, and the full life-cycle. Boundary conditions to the methods in this thesis are structure and characteristics of the business, the organizations, and the processes.

2.3 Methods also Addressing Process and Organization

The architect is often confronted with many more needs, worries, and complications, originating from human and business aspects. This broad working environment is full of uncertainties. Rechtin and Maier [17] address this wider scope from the architecting point of view. Martin [15] comes from the systems engineering community. He provides a method that deals with all the complexity, but that has less emphasis on the human aspects.

2.4 Very Generic Methods

Many system architecting and design methods are universally applicable. General Systems Theory (GST), for example, addresses any kind of system, ranging from economical, or ecological, to social, see for instance [6] and [7]. GST suffers from being extremely abstract and difficult to apply, due to a broad scope and the generic nature of the theory.

TRIZ [1] is a methodology for innovation that originates in Russia. A set of innovation patterns is derived from studying large collections of inventions. These patterns are transformed into innovation methods that can be applied to a very broad range of applications. One of the starting points of TRIZ is that the way of innovating in one domain provides inspiration for innovation in other domains. TRIZ provides a number of useful insights.

The subtitle of this thesis, *balancing genericity and specificity*, indicates one of the continuous struggles of the architect: the power and the beauty of generic solutions versus the uniqueness of effective, individual solutions. Or in other words, do we get carried away in generic thinking, or do we drown in the details? In this thesis the scope will be limited to systems with embedded processors and software. This still pertains to a very broad range of products: from wafersteppers to televisions, and to systems on a chip).

3 What is the Unique Contribution of this Work?

This section discusses the unique contributions of the CAFCR method. Although every single element mentioned here is present in one of the discussed methods,
the uniqueness of CAFCR is the combined application of all these elements simultaneously.

**Integral and Multi-disciplinary** This work focuses on architecting methods on the *system* level for embedded systems. As described in Subsection 2.1 many methods focus only on a part of the multi-disciplinary system problem, for instance only on the software architecture. A lot of architecting methods provide more or less closed and complete solutions. The available methods are partial methods from a systems viewpoint. The method described in this thesis addresses the integration of results obtained with these more partial methods. Also a number of multi-disciplinary system design submethods are described in this thesis. The basis for this integration is the combined use of CAFCR views, qualities, and threads of reasoning.

**Goal-Oriented** This method stresses the importance of being externally oriented. Architecting must be goal-oriented or objective-driven. Many existing methods do not take the goals and objectives into account.

**Practical, based on Industrial Experience** The method, which is based on a broad industrial experience, addresses the real problems in system design. The usability aspect can be seen in the light-weight use of formulas, and in the association of many statements with common sense. Some of the published methods are more academic, well thought through, but not really addressing the problems in system design, and difficult to implement in the industrial practice.

**Flexible** The wide application range of the creation of *software and technology intensive products*, requires a flexible and adaptive method. The method must provide guidance, and should not constrain the architect by forcing a rigid harness on him. In principal the *architecting method* must be able to integrate the results of any partial method.

**Builds on standards** The method builds on top of standards, such as ISO 9126 for qualities and IEEE 1471. In fact the method can be viewed as an instantiation of an IEEE 1471 method, see Section 4.

**Support for short innovation cycles** System engineering methods originate from the aerospace domain, with very different reliability and safety requirements. Such methods tend to be more rigid, resulting in very long development cycles. This distinction of “slow but safe” domains versus “fast but less reliable” domains disappears quickly. Cross-fertilization of these domains can be very useful. In contrast to the aerospace domain the CAFCR method is intended for domains with short innovation cycles.

---

3 Many problems in system design are caused by unforeseen interactions between independent designed functions or qualities. See for instance Chapter ?? for examples of system design problems in the Medical Imaging case.
4 IEEE 1471

Figure 2: The IEEE 1471 model for stakeholders, viewpoints and architecture descriptions

Figure 2 shows a somewhat simplified IEEE 1471 model. IEEE 1471 [2] is a standard that describes a framework for architecting. The framework introduces a number of important concepts:

**Stakeholders** People or organizations that have an interest in the system under consideration.

**Concerns** The articulation of the needs and worries of the stakeholders.

**Viewpoints** The points of view used to describe part of the problem or solution.

IEEE 1471 makes a subtle difference between viewpoint and view. We ignore this difference here.

**Models** Frequently used method to make problem and solution descriptions.

**Architecture description** The combination of stakeholders, concerns, viewpoints and models to describe the architecture of a system.

The main contribution of IEEE 1471 is to provide a framework that covers all of these aspects. The individual concepts have been in use by many architects for a long time.

On top of providing the framework, IEEE 1471 also recognizes the fact that complete consistency in the entire architectural description is an illusion. The real world of designing complex systems is full of stakeholders with fuzzy needs, often contradictory in itself and conflicting with needs of other stakeholders. The insights of individual designers are also full of different and changing insights. This notion of incomplete consistency is not an excuse for sloppy design; quite
the opposite: recognizing the existence of inconsistencies is a much better starting point for dealing with them. In the end, no important inconsistencies may be left in the architecture description.

IEEE 1471 makes another interesting step: it discusses the architecture description not the architecture itself. The architecture is used here for the way the system is experienced and perceived by the stakeholders. This separation of architecture and architecture description provides an interesting insight. The architecture is infinite, rich and intangible, denoted by a cloud in figure 3. The architecture description, on the other hand, is the projection, and the extraction of this rich architecture into a flattened, poor, but tangible description. Such a description is highly useful to communicate, discuss, decide, verify, et cetera. We should, however, always keep in mind that the description is only a poor approximation of the architecture itself.
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3Long philosophical discussions can be held about the definition of the architecture. These discussions tend to be more entertaining than effective. Many definitions and discussions about the definition can be found, for instance in [7], [3], or [10]
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